
White-Box Testing Strategy for a Solar Tracking Device using NodeMCU Lua ESP8266 Wi-Fi Network Development Board Module

Section .I. INTRODUCTION – Questions and Answers
Q1. How can you justify that your White-box testing method implementation represents a novel approach in the renewable energy domain?
A1. In regards to modern White-box testing approaches, many state-of-the-art works present software-testing solutions exclusively for algorithms or software programs, which run on an operating system. In our situation, we are using a White-box testing method to generate test cases for a standalone software that was developed on an Arduino UNO board and we are checking the movements of our solar tracking device, which are directly translated from the testing code in real-time.
Q2. Is your White-box checking solution a regular testing method or a built-in-self-test approach?
A2. Our White-box testing solution uses two devices, one that generate test cases for our implementation, namely an ESP-8266 Wi-Fi module and an Arduino328 Microcontroller to which the injected values are directed. The Arduino UNO signifies the Device under Test (DUT) while the ESP-8266 comes an intermediate board between the Cloud Server Communication and the DUT. We could have reduced the costs of our testing system significantly if we resorted on an Arduino UNO Wi-Fi, which communicates, directly to the Cloud Interface. At the same time, we could have obtained a Built-In-Self-Test routine.   
Q3. Why did you opt for a Message Queuing Telemetry Transport (MQTT) as a connectivity protocol for your Cloud Sever configuration?
 A3. We chose the MQTT broker setup as our primary connectivity protocol because we wanted to integrate elements from the Internet-of-Things domain and with the idea in mind to implement a low-cost and lightweight publish/subscribe messaging transport. With just a small code footprint required, the MQTT protocol is ideal for home automations, sensor communications and healthcare providers. Nevertheless, it is compatible with mobile applications due to its small size, low power usage, minimized data packages and efficient distribution of information to one or more receivers. 
Q4. You mentioned in the third paragraph of your paper that you are covering multiple aspects of the implementation. What do you mean more clearly with injecting virtual random integer values to the Device under test?
A4. While our main objective is to capture possible memory and buffer overflow errors, we are also focusing on the input-output variable flow testing. In other words, the virtual injected random values are transposing real-life measured voltage values in an unsigned range of values (as can be seen in the diagram below).  
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The first range of values covers voltage inputs from 0 to 1.7 V received from the Optocoupler to the Arduino board which are properly scaled to a range of integer unsigned numbers from 0 to 1024. Why unsigned? … The short answer is that the input voltage measurements should be always positive values to prevent calculation errors of the algorithm. Negative induced voltages have the potential to alter the automation process of the solar system.
 Q5. What exactly do you want to test by injecting random integer numbers into the system?
A5. With the previously described injection method, we are trying to generate test cases. We are already aware of the fact that in White-box testing a test case is composed of a random input value and the expected output. For our test cases, we insert unsigned integer values, which simulate voltages from the four corners of the PV panel, more precisely from each group of 3 solar cells. When those voltage values are collected from the four groups, they are further directed to the output of the Optocoupler. Before entering the analog inputs of the Arduino microcontroller, the values are calibrated with variable resistances mounted in the output circuit of the LTV847 module. Apart from this procedure, in our testing cases we are isolating the Arduino board from the Optocoupler and inject values through the ESP8266 Wi fi module. The result is the same … the only difference remaining in the fact that we calibrate the values inside the testing code and not in a technical manner. The output values are given by the movements of the solar panel in different directions, thus these movements can be translated into digital step signals. 
Q6. Secondly, you said that you gain access to the Stepper motors to control them directly. How is that achievable? 
A6. In order to gain direct control of the Stepper motors we had to integrate a recently appeared testing library called AUnit. Considered the follower of Arduino Unit 2.2, the AUnit is a unit-testing framework inspired by ArduinoUnit and Google Test. In contrast, AUnit consumes 65 % less flash memory than ArduinoUnit 2.2 on the AVR platform. AUnit has been successfully tested on AVR, Teensy-ARM and ESP8266. This testing library incorporates numerous functions, from which one of them allows the declaration of motor speed and all digital inputs of the Steppers (uint8_t). This proves to be helpful in situations when we want to receive feedback values from the stepper motors. Why we do that?… Well, these readings can be translated into a coordinates system, which tells us information about the current position of the solar panel. A further analysis of these registered values would map the exact movements and locations of the solar panel during one-day cycle. 
  
Q7. Thirdly, you mentioned that you could use the collected data to evaluate the probability of error positioning of the solar panel. Did you manage to test that?  
A7. In terms of testing the acquired data, we did not manage to estimate the error positioning of the solar panel as the input integer values are randomly injected in the system opposed to the solar tracker that follows the movement of the Sun after a certain pattern. Under these conditions, we have to switch to manual injection of values to be able to register each set of feedback values when the solar panel remains fixed at the position. As the Sun moves from the East to the West side, the solar tracker updates its position periodically. If we store the data associated to each updated position we can train a neural network to predict weather forecast. However, this aspect will remain as future research direction. 
Q8. The most important aspect of your work is the detection of memory errors and buffer overflows. Can you explain what type of memory errors you are targeting in your paper and how exactly buffer overflows manifest in your situation?   
A8. Buffer overflows, like in most software programs, appear when adjacent memory locations are supplementary written by the software code (caused by spontaneous bugs) or as a result of a cybernetic attack. For our Wireless based Software Testing approach both of the mentioned causes represent valid reasons. For instance, our Cloud based testing interface allows sending of four data packages, each of them being separated by a dot (see figure below).
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In the figure from the previous page, the MQTT broker will send four data packages consisting of 4 bytes of information, usually storing integer ciphers from 0 to 9. For the Left Top Sensor we inject for example the value 1005, which is a valid number as it fits the range (0– 1024). In Binary-Coded Decimal (BCD) system each data byte is encrypted using 8 bits of information. For digit 1 we have 00000001, for 0 it is 00000000 and for 5 – 00000101. For the entire number 1005 we have the following binary code  00000001000000000000000000000101, which means that each data package is limited to a number of 32 bits. 
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Let us consider that we receive data packages in the previous format. As can be observed, the first three data packages are affected by buffer overruns. In other words, an additional byte of information is written in a memory location that is not even supposed to be there. Large data packages, which exceed 10.000 are able to generate the memory errors that we target in our work: control flow, calculation, error handling and communication errors. 
Q9. It is said, “Prevention is better than Cure”. Did you find any methods to intercept the possible errors that you encountered during test phases?    
A9. In order to avoid buffer overflow scenarios we managed to minimize the use of buffers and arrays and instead resorted on a personal method based on individual objects to considerably reduce memory fragmentation. We also reduced the number of strings, which are notorious for bad memory management.   
Section .II. RELATED WORK – Questions and Answers
Q10. How exactly does your contribution distinguish itself from other state-of-the-art works in the domain? 
A10. As far as we documented ourselves, current papers in the domain study either White-box testing solutions for software applications or parameter testing for fixed solar panels. We were not able to find a crossover between white-box testing and solar tracking devices verification using this type of software strategy. 
Section .III. SYSTEM OVERVIEW – Questions and Answers
Q11. Besides the ESP8266 Wi-Fi module, Arduino UNO board, MQTT protocol and Stepper motors what other facilities did you use to accomplish the White-box testing method?  
A11. For our White-box testing project, we considered to build a Web Interface based on the Node-Red application to facilitate the placement and defining of individual functions for transmitting data through the MQTT protocol. The Node-RED platform is also tailored towards the IoT and embedded systems domain. 
 Q12. Why did you choose to implement a Mobile app? 
A12. In the initial implementation stage, we only wanted to realize a local wireless testing solution based on the White-box testing method. However, the system was heavily dependent on the local server configuration, which was installed on a laptop placed nearby a wireless router. Because many applications nowadays run over a Cloud server to make data transfer more convenient from different locations, we decided to construct a Mobile application based on the Ionic Framework. Our app is a wrapper around the Node-RED and acts as a browser, providing us access to the Node-RED Dashboard. We developed our mobile application in two versions: an iOS app as well as an Android app.
[bookmark: _GoBack]Section .IV. WIRELESS-BASED SOFTWARE TESTING – Questions and Answers
Q13. How would you describe in your own words a Wireless-Based Software Testing (WBST)?
A13. We called our White-box testing strategy a WBST mainly because it is not a built-in-self test. In other words, we did not decide to implement a testing algorithm that runs on the same DUT concomitant with the solar tracking automation algorithm. We wanted to separate the Main microcontroller from the secondary microcontroller to highlight the interaction between the hardware, software and cloud layer. The result was a logical diagram, which described the flow of data and control in a straightforward manner. 
Q14. You addressed the problem of the Node-red interface in section IV, while the figure is depicted in the previous section of the paper. What is the role of the implemented nodes? 
A14. First of all, the nodes created in the Node-Red interface are a graphical representation of the programs main functions so that the casual reader gets a clear picture of how the injection process works. The first set of nodes from the left hand side are the inputs of the algorithm, which illustrate the four groups of three solar cells from each corner of the panel. Let us not forget the fact that we are actually creating a simulation environment for our solar tracking device. With the help of the gather function each input value (that can be generated automatically or manually by the user) is injected in a string of values separated by a dot which enters the Arduino board. From here the main algorithm will process the unsigned integer values and will provide an output digital signal that will move the solar tracker in one direction or vice-versa. The defined values “To-7344478” and “From-7344478” are the In-topic and Out-topic of the ESP8266 secondary microcontroller. In both cases the value represents a unique identification number which is essential when publishing or receiving information.   
Q15. Can you describe in a few lines how the White-box Testing Strategy Execution Flow works according to the diagram? 
A15. Well, according to the constructed diagram, our White-box testing routine will start of by initializing the testing environment. This is done by turning on the ESP8266 Wi Fi module and attempting to connect to the Internet. At this point, a set of four tests, which are executed only once, are started by the test program to verify SSID, Password, MQTT Address and InTopic. Once these entities are verified by the test program the algorithm will continue to run the regular solar tracking automation process and will continuously test sensor data and incoming data from the ESP module. We are mainly focusing on integer number length testing, communication testing, In-topic and Out-topic testing, stepper motor speed testing and control flow testing. 
Section .V. EXPERIMENTAL RESULTS – Questions and Answers
Q16. You divided this section in two major parts: solar tracker basic movement testing and coverage testing. How did you quantify the results in the first scenario? 
 A16. In regards to the first testing scenario, we wanted to inject manually integer values to verify if the solar tracker directs the payload according to the initial developed algorithm. The majority of state-of-the-art solar trackers orient the panel where the maximum energy from the Sun is concentrated. This is usually achieved by mounting light sensing sensors such as LDR’s in the four corners of the solar panel. We removed the need to install LDR’s and opted instead to employ a method for tracking the shadow. Let us further explain this approach. For example, if we mount four solar barriers in the corners of the panel and while the sun is moving from the East to the West side it will produce a shaded area where the screens are placed. Now, in real-life scenarios, most of the time only a pair of corners are shaded during the day depending on where the Sun is positioned on the sky. For our test cases, we first injected a higher value in one of the corners of the panel, as it is depicted on the next page: 
RT – 903
LT – 783
BR – 790
BL – 800
 While the first integer value is associated with 1.5 V in real-life (see scaling axes in Q4), the next three values represent a value close to 1.3 V. According to the algorithm, the program will calculate the average of top-bottom and left side – right side voltages (in our case integer numbers): 
Average Top = (RT + LT) / 2 = 843
Average Bottom = (BR + BL) / 2 = 795
It is more than obvious that the average of the top-bottom sides exceeds the next average value, so in other words the shadow was detected on the bottom part of the panel:
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Now, the pseudocode will continue with the approximation of the two other averages:
Average Left = (LT + BL) / 2 = 792
Average Right = (RT + BR) / 2 = 847
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As can be seen the average sensor value on the right is significantly greater than the average on the left which results in a left rotation of the solar panel. 
The second experiment involved injecting two high integer values in a pair of corners of the solar panel. We can exclude the cases with Left Top – Bottom Right Sensor and Right Top – Bottom Left Sensor because these groups connect two corners of the solar panel in a diagonal manner, which in real life doesn’t occur (we can’t have a shadow describing this shape). In other words, let us take the following example:  
RT – 790
LT – 800
BR – 903
BL – 900
We changed the value from the previous test case (Left Top Sensor) to 900. Now let us follow the same steps as before:
Average Top = (RT + LT) / 2 = 795
Average Bottom = (BR + BL) / 2 = 902
Because this time we obtained a higher average value on the bottom side of the panel, the solar tracker will rotate the panel up to eliminate the casted shadow. At the next step, the algorithm will calculate the following values: 
Average Left = (LT + BL) / 2 = 850
Average Right = (RT + BR) / 2 = 847
In this scenario, the gap between the average values is very small so the solar tracker will eventually not rotate the panel to the left side. 
As a conclusion, depending on the injected values, the solar tracker will rotate the panel in two directions in a parallel manner. The next two test cases do not bring any new elements to the table. We have to understand that usually a left-right or up-down movement is defined from the overlapping of the gathered digital output signals. Overlapping means comparing each two signals and finding a relevant delay between the step signals to justify the corresponding rotation. 
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Q17. In the last stages of the experiments, you described the coverage obtained by the White-box testing strategy. How did you quantify the results? 
A17. The challenging part of our task was to interpret the results of the White-box testing approach. We divided each fault – error type in categories based on the value range in which those were detected. After gathering sufficient test probes, we continued with calculating the coverage (in percentage) for each of the target errors: control flow, communication, calculation and error handling errors. An average coverage of 70 % was achieved by the testing algorithm, which shows that our first attempt in constructing an adaptation of the White-box testing was a success. We will probably extend the testing facilities of the current work with hardware testing features resorting on the IEEE 1149.1 Standard.
Q18. What is ultimately the main benefit of the White-Box Testing Strategy?
A18. Our White-Box testing approach significantly reduces the test time which would normally run over several days. By isolating the Arduino UNO from the Solar Tracker feedback sensors (4 corners with the groups of 3 PV cells each), we inject unassigned integer values in order to simulate real-life voltages.

For more information, check: https://www.jurj.de/white-box-testing-strategy-for-a-solar-tracking-device-using-nodemcu-lua-esp8266-wifi-network-development-board-module/
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